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## Background

Quorum System: A collection of nonempty sets (called quorums) that pairwise overlap by one or more elements.
Example: $Q=\{\{3,4\},\{2,3\},\{2,4\}\}$ is a quorum system on $\{2,3,4\}$.
Grid Quorum System (GQS): The elements of the set are arranged into a square array. Each quorum consists of one column and one row.
Example: $Q=\{\{1,2,3,4,7\},\{1,2,3,5,8\},\{1,2,3,6,9\},\{1,4,5,6,7\},\{2,4,5,6,8\}$, $\{3,4,5,6,9\},\{1,4,7,8,9\},\{2,5,7,8,9\},\{3,6,7,8,9\}\}$ is a GQS on $\{1, \ldots, 9\}$.


Intersection property
Rotation closure property


Nested Grid-quorum-based Frequency Hopping Algorithm (NGQFH)


## Synchronous Rendezvous Over a Known Channel

## Part II. Two-player Game

Theorem 2: For any $s_{T}=\left(s_{T r}, s_{T, c}\right)$, the $\sqrt{m} \times \sqrt{m} \mathrm{R} / \mathrm{J}$ game has at least $(\sqrt{m}-1)^{2}$ NEs, all of them result in $u_{T}=-2$. These NEs are given by:

$$
\begin{gathered}
s_{J, r}=s_{T, r}, s_{J, c}=s_{T, c} \\
s_{R, r} \neq s_{T, r}, s_{R, c} \neq s_{T, c} .
\end{gathered}
$$

Proposition: The $(\sqrt{m}-1)^{2}$ NEs in Theorem 2 are the only NEs for the $\sqrt{m} \times \sqrt{m}$ game when $m \geq 9$. When $m=4$, the game has additional NEs, given by

$$
\begin{gathered}
s_{T, r}=s_{R, r}=s_{J, r} \text { and } s_{J, c}=s_{T, c} \neq s_{R, c}
\end{gathered}
$$



R and J have different beliefs about $s_{T}$


R and J have a common belief about $s_{T}$

## Asynchronous Rendezvous

The strategy of the player consists of a column and a sequence of $\sqrt{m}$ consecutive elements that do not necessarily form a row.


## Main Conclusions <br> Synchronous Case

1. R benefits from being, along with J , unaware of $s_{T}$. Furthermore, the benefits of R increase with the frame length
2. It is beneficial for R if J has the same belief about $s_{T}$ as it has.

## Asynchronous Case

## Ongoing/Future Work

1. Examine the more general case when the nesting degree is greater than one
2. Design different sequential/parallel update mechanisms, including best-response update.
3. Study the convergence behavior of various updating mechanisms.
4. Consider other utility functions for the game formulation.
5. Consider the multicast rendezvous problem under smart jamming
